Everywhere in the agile world I hear the same questions:

- How do I plan for large teams?
- What size iteration should we use?
- How should I report progress to management?
- How do I prioritize stories?
- How do I get the big picture of the project?

These questions, and many others, are skillfully addressed in this book. If you are a project manager, project lead, developer, or director, this book gives you the tools you need to estimate, plan, and manage agile projects of virtually any size.

I have known Mike Cohn for five years. I met him shortly after the Agile Manifesto was signed. Mike joined the Agile Alliance with a unique enthusiasm and energy. Any project he took on, he completed, and completed well. He was visible, and he was helpful. He very quickly became indispensable to the fledgling organization.

Now he has put the same level of competence, thoroughness, and energy into this book. And it shows. It shows big time.

It shows, because this book gives advice that is innately practical. This is not a book of theoretical abstractions. As a reader, you will not be spending your time in the clouds, looking at the problems at the 30,000 foot level. Instead, Mike
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provides concrete practices, techniques, tools, charts, formulae, and—best of all—cogent advice. This book is a how-to manual for estimating and planning.

Laced throughout the book are anecdotes that expose Mike’s experience in using the techniques and tools he is describing. He tells you when they have worked for him, and when they haven’t. He tells you what can go wrong, and what can go right. He makes no promises, offers no silver bullet, provides no guarantee. Yet at the same time he leaves you with little doubt that he is offering a large measure of his own hard-won experience.

There have been many books that have touched upon the topics of agile estimation and planning. Indeed, there have been a few that have made it their primary topic. But none have matched the depth and utility of this book, which covers the topic so completely, and so usefully, that I think it is bound to be regarded as the definitive work.

OK, I know I’m gushing, but I’m excited. I’m excited that so many long-standing questions have finally been answered with sufficient competence. I’m excited that I now have a tool I can give to my clients when they ask the hard questions. I’m excited that this book is ready, and that you are about to read it.

I am pleased and honored to have this book in my series. I think it’s a winner.

Robert C. Martin
Series Editor
Foreword

In reading a book or manuscript for the first time I always ask myself the same question, “What is the author adding to the state of the art on this subject?” In Mike’s case the answer is twofold: His book adds to our knowledge of “how” to do estimating and planning, and it adds to our knowledge of “why” certain practices are important.

Agile planning is deceptive. At one level, it’s pretty easy—create a few story cards, prioritize them, allocate them to release iterations, then add additional detail to get a next iteration plan. You can show a team the basics of planning in a couple of hours, and they can actually turn out a tolerable plan (for a small project) in a few more hours. Mike’s book will greatly help teams move from producing tolerable plans to producing very good plans. I’m using my words carefully here—I didn’t say a great plan, because as Mike points out in this book, the difference between a good (enough) plan and a great plan probably isn’t worth the extra effort.

My early thoughts about Mike’s book have to do with the concept of agile planning itself. I’m always amused, and sometimes saddened, by the lack of understanding about agile planning. We hear criticisms like “agile project teams don’t plan,” or “agile teams won’t commit to dates and features.” Even Barry Boehm and Richard Turner got it wrong in Balancing Agility and Discipline: A Guide for the Perplexed (Addison-Wesley, 2004) when they talk about plan-driven versus agile methods. Actually, Boehm and Turner got the idea right, but the terms wrong. By plan-driven they actually mean “greatly weighting the balance of anticipation versus adaptation toward anticipation,” while in agile
methods the weighting is the opposite. The problem with the words “plan-driven” versus “agile” is that it sends entirely the wrong message—that agile teams don’t plan. Nothing could be further from the state of the practice. Mike’s book sends the right message—planning is an integral part of any agile project. The book contains a wealth of ideas about why planning is so important and how to plan effectively.

First, agile teams do a lot of planning, but it is spread out much more evenly over the entire project. Second, agile teams squarely face the critical factor that many non-agile teams ignore—uncertainty. Is planning important?—absolutely. Is adjusting the plan as knowledge is gained and uncertainty reduced important?—absolutely. I’ve gone into too many organizations where making outlandish early commitments, and then failing to meet those commitments, was acceptable, while those who tried to be realistic (and understanding uncertainty) were branded as “not getting with the program,” or “not being team players.” In these companies failure to deliver seems to be acceptable, whereas failure to commit (even to outlandish objectives) is unacceptable. The agile approach, as Mike so ably describes, is focused on actually delivering value and not on making outrageous and unachievable plans and commitments. Agile developers essentially say: We will give you a plan based on what we know today; we will adapt the plan to meet your most critical objective; we will adapt the project and our plans as we both move forward and learn new information; we expect you to understand what you are asking for—that flexibility to adapt to changing business conditions and absolute conformance to original plans are incompatible objectives. Agile Estimating and Planning addresses each of those statements.

Returning to the critical issue of managing uncertainty, Mike does a great job of looking at how an agile development process works to reduce ends uncertainty (what do we really want to build) and means uncertainty (how are we going to build it), concurrently. Many traditional planners don’t understand a key concept—you can’t “plan” away uncertainty. Plans are based on what we know at a given point in time. Uncertainty is another way of expressing what we don’t know—about the ends or the means. For most uncertainties (lack of knowledge) the only way to reduce the uncertainty and gain knowledge is to execute—to do something, to build something, to simulate something—and then get feedback. Many project management approaches appear to be “plan, plan, plan-do.” Agile approaches are “plan-do-adapt,” “plan-do-adapt.” The higher a project’s uncertainties, the more critical an agile approach is to success.

I’d like to illustrate the “how’s” and “why’s” of Mike’s book by looking at Chapters 4 and 5, which detail how to estimate story points or ideal days and provide an explanation of the pros and cons of each. While I have used both
approaches with clients, Mike’s words crystallized my thinking about the benefits of story-point estimation, and I realized that story points are part of an evolution, an evolution toward simplicity. Software development organizations have long looked for an answer to the question, “How big is this piece of software.” A home builder can do some reasonable estimating based on square footage. While estimates from builders may vary, the size is fixed (although finish work, material specifications, and more will also impact the estimates) and remains a constant. Software developers have long searched for such a measurement.

In software development we first utilized lines-of-code to size the product (this measure still has its uses today). For much day-to-day planning, lines-of-code proved to be of limited use for a variety of reasons, including the amount of up-front work required to estimate them. Next on the scene came function points (and several similar ideas). Function points eliminated a number of the problems with lines-of-code, but still required a significant amount of up-front work to calculate (you had to estimate inputs, outputs, files, and so on). But what dooms function points from widespread use is their complexity. My guess is that as the complexity of counting has gone up—a quick perusal of the International Function Point User Group (IFPUG) website indicates the degree of that complexity—the usage in the general population has gone down.

However, the need to estimate the “size” of a software project has not diminished. The problem with both historical measures is twofold—they are complex to calculate and they are based on a waterfall approach to development. We still need a size measure, we just need one that is simple to calculate and applicable without going through the entire requirements and design phases.

The two critical differences between story points and either lines-of-code or function points are that they are simpler to calculate and they can be calculated much earlier. Why are they simpler? Because they are based on relative size more than absolute size. Why can they be calculated earlier? Because they are based on relative size more than absolute size. As Mike points out, story-point estimating is about sitting around discussing stories (gaining shared knowledge) and guestimating the relative story size. Relative sizing, as opposed to absolute sizing, goes remarkably quickly. Furthermore, after a few iterations of sizing and delivering, the accuracy of a team’s guestimates improves significantly. Mike’s description of both the “how” and the “why” of story-point versus ideal days estimating provides keen insight into this critical topic.

Another example of Mike’s thoroughness shows up in Chapters 9 to 11, on the prioritization of stories. Mike isn’t content with telling us to do the highest value stories first, he actually delves into the key aspects of value: financial benefits, cost, innovation/knowledge, and risk. He carefully defines each of these
aspects of value (including a primer on Net Present Value, Internal Rate of Return, and other financial analysis tools), and then provides several schemes (with varying levels of simplicity) for weighting decisions using these different aspects of value.

Often, people new to agile development think that if you are doing the twelve or nineteen or eight practices of a particular methodology that you are therefore Agile, or Extreme, or Crystal Clear, or whatever. But in reality, you are Agile, Extreme, or otherwise when you know enough about the practices to adapt them to the reality of your own specific situation. Continuous learning and adaptation are core to agile development. What Mike does so well in this book is provide us with the ideas and experience that help take our agile estimating and planning practices to this next level of sophistication. Mike tells us “how” in depth—for example, the material on estimating in story points and ideal days. Mike tells us “why” in depth—for example the pros and cons of both story points and ideal days. While he usually gives us his personal recommendation (he prefers story points), he provides enough information so we feel confident in tailoring practices to specific situations ourselves.

So, this, in the end, identifies Mike’s significant contribution to the state of the art—he helps us think through estimating and planning practices at a new depth of knowledge and experience (the how) and then helps us frame decisions about using this new knowledge in adapting these practices to new, unique, or merely specific situations (the why). Of the half-dozen books I regularly recommend to clients, Mike has written two of them. *Agile Estimating and Planning* goes on my “must read” list for those wanting to understand the state of the art in this aspect of agile project management.

Jim Highsmith
Agile Practice Director, Cutter Consortium
Flagstaff, Arizona
August 2005
“Agile development won’t work at Yahoo! except maybe on small tactical projects, because teams don’t do any planning and team members can’t estimate their own work. They need to be told what to do.”

This is a real quote and something I’ve heard more than once since I began guiding the rollout of agile at Yahoo! People who don’t understand the concepts of agile development think that it’s simply a case of eliminating all documentation and planning, giving teams a license to hack. The reality could not be further from the truth.

“Teams don’t do any planning.” Those who say this forget that an agile team spends half a day every other week coming up with a list of tasks they’ll perform in order to deliver some user-valued functionality at the end of the two weeks. That teams spread planning out across a project, rather than doing it all up front, is seen as a lack of planning. It’s not, and agile teams at Yahoo! are creating products that please our product managers far more than traditional teams ever did.

“Team members can’t estimate their own work and need to be told what to do.” This is a classic misperception. Giving a product or project manager sage-like qualities to be able to foresee what others, who are experts in their own work, can really deliver is business suicide. Often this approach is really a way of saying yes to the business when asked to deliver on unrealistic goals. Team members are then forced to work around the clock and cut corners. And we wonder why people are burnt out and morale is so low in our industry.
Estimating and planning are among the topics I get the most questions about, especially from new teams. Having a simple approach to planning, not only for an iteration but for an entire project is invaluable. Product managers have to be concerned with meeting revenue goals and having a predictable release plan. Teams can still be flexible and change course as desired, but it’s important to have a roadmap to follow. It’s not enough to go fast if you are heading in the wrong direction. Learning how to estimate and plan are some of the most important ingredients for success if you hope to successfully implement agile in your organization.

Mike’s estimating and planning class is the most popular of the agile classes we run at Yahoo! It gives teams the skills and tools they need to do just the right amount of planning to optimize results. If you follow Mike’s advice, does it really work? Yes. The success of agile in Yahoo! has been incredible. I’ve had teams return from Mike’s class and immediately put his advice into action. We are getting products to market faster and teams genuinely love the agile approach.

Why are agile estimating and planning methods more effective than traditional methods? They concentrate on delivering value and establishing trust between the business and the project teams. Keeping everything highly transparent, and letting the business know of any changes as they come up, means that the business can adapt quickly to make the best decisions. At my last company I saw us go from a state of permanent chaos, where we had an extremely ambitious roadmap but couldn’t deliver products, to a predictable state where we could genuinely sign up for projects that we could deliver. The business said they might not always like the answers (they always want things tomorrow, after all), but at least they believed our answers and were not frustrated from feeling that they were being consistently lied to.

This book keeps it real. It doesn’t tell you how to become 100% accurate with your estimates. That would be a waste of effort and impossible to achieve. Mike’s book doesn’t attempt to give you pretty templates to be filled out, instead he makes you think and learn how to approach and solve problems. No project, product, or organization is the same, so learning the thinking and principles are far more important. Mike brings his vast real-world experiences and personality to life in this book. It’s real and it’s honest. This book definitely belongs at the top of your reading list.

Gabrielle Benefield
Director, Agile Product Development
Yahoo!